**1.Hello World RESTful Web Service**

**CODE:**

**POM.XML**

<?xml version="1.0" encoding="UTF-8"?>  
<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">  
 <modelVersion>4.0.0</modelVersion>  
 <parent>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-parent</artifactId>  
 <version>3.5.3</version>  
 <relativePath/> <!-- lookup parent from repository -->  
 </parent>  
 <groupId>com.example</groupId>  
 <artifactId>Hello-World</artifactId>  
 <version>0.0.1-SNAPSHOT</version>  
 <name>Hello-World</name>  
 <description>Demo project for Spring Boot</description>  
 <url/>  
 <licenses>  
 <license/>  
 </licenses>  
 <developers>  
 <developer/>  
 </developers>  
 <scm>  
 <connection/>  
 <developerConnection/>  
 <tag/>  
 <url/>  
 </scm>  
 <properties>  
 <java.version>21</java.version>  
 </properties>  
 <dependencies>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-web</artifactId>  
 </dependency>  
  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-devtools</artifactId>  
 <scope>runtime</scope>  
 <optional>true</optional>  
 </dependency>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-test</artifactId>  
 <scope>test</scope>  
 </dependency>  
 </dependencies>  
  
 <build>  
 <plugins>  
 <plugin>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-maven-plugin</artifactId>  
 </plugin>  
 </plugins>  
 </build>  
  
</project>

**Hellocontroller:**

package com.example.Hello.World;  
  
  
import org.slf4j.Logger;  
import org.slf4j.LoggerFactory;  
import org.springframework.web.bind.annotation.GetMapping;  
import org.springframework.web.bind.annotation.RestController;  
  
  
  
@RestController  
public class Hellocontroller {  
 private static final Logger *LOGGER* = (Logger) LoggerFactory.*getLogger*(Hellocontroller.class);  
  
 @GetMapping("/hello")  
 public String hell0(){  
 *LOGGER*.info("START: sayHello()");  
 *LOGGER*.info("END: sayHello()");  
 return "Hello World";  
  
 }  
  
}

**HelloWorldApplication**

package com.example.Hello.World;  
  
import org.springframework.boot.SpringApplication;  
import org.springframework.boot.autoconfigure.SpringBootApplication;  
  
@SpringBootApplication  
public class HelloWorldApplication {  
  
 public static void main(String[] args) {  
 SpringApplication.*run*(HelloWorldApplication.class, args);  
 }  
  
}

**Application.properties:**

server.port=8083

**OUTPUT:**

![](data:image/png;base64,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)

**2.Country Web Service:**

**CODE:  
POM.XML:**

<?xml version="1.0" encoding="UTF-8"?>  
<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">  
 <modelVersion>4.0.0</modelVersion>  
 <parent>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-parent</artifactId>  
 <version>3.5.3</version>  
 <relativePath/> <!-- lookup parent from repository -->  
 </parent>  
 <groupId>com.example</groupId>  
 <artifactId>Country-Web-Service</artifactId>  
 <version>0.0.1-SNAPSHOT</version>  
 <name>Country-Web-Service</name>  
 <description>Demo project for Spring Boot</description>  
 <url/>  
 <licenses>  
 <license/>  
 </licenses>  
 <developers>  
 <developer/>  
 </developers>  
 <scm>  
 <connection/>  
 <developerConnection/>  
 <tag/>  
 <url/>  
 </scm>  
 <properties>  
 <java.version>21</java.version>  
 </properties>  
 <dependencies>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-web</artifactId>  
 </dependency>  
  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-devtools</artifactId>  
 <scope>runtime</scope>  
 <optional>true</optional>  
 </dependency>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-test</artifactId>  
 <scope>test</scope>  
 </dependency>  
 </dependencies>  
  
 <build>  
 <plugins>  
 <plugin>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-maven-plugin</artifactId>  
 </plugin>  
 </plugins>  
 </build>  
  
</project>

**Country.xml:**

<?xml version="1.0" encoding="UTF-8"?>  
<beans xmlns="http://www.springframework.org/schema/beans"  
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://www.springframework.org/schema/beans  
 https://www.springframework.org/schema/beans/spring-beans.xsd">  
  
 <bean id="country" class=" com.example.Country.Web.Service.model.country">  
 <property name="code" value="IN"/>  
 <property name="name" value="India"/>  
 </bean>  
  
</beans>

**Controller/**

**CountryController:**

package com.example.Country.Web.Service.controller;  
  
  
import com.example.Country.Web.Service.model.country;  
import org.slf4j.Logger;  
import org.slf4j.LoggerFactory;  
import org.springframework.context.ApplicationContext;  
import org.springframework.context.support.ClassPathXmlApplicationContext;  
import org.springframework.web.bind.annotation.RequestMapping;  
import org.springframework.web.bind.annotation.RestController;  
  
@RestController  
public class CountryController {  
 private static final Logger *LOGGER* = LoggerFactory.*getLogger*(CountryController.class);  
  
 @RequestMapping("/country")  
 public country getCountryIndia() {  
 *LOGGER*.info("START: getCountryIndia()");  
 ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");  
 country country = (country) context.getBean("country");  
 *LOGGER*.info("END: getCountryIndia()");  
 return country;  
 }  
}

**Model/**

**Country:**

package com.example.Country.Web.Service.model;  
  
public class country {  
 private String code;  
 private String name;  
  
 // Constructors  
 public country() {  
 }  
  
 public country(String code, String name) {  
 this.code = code;  
 this.name = name;  
 }  
  
 // Getters & Setters  
 public String getCode() {  
 return code;  
 }  
  
 public void setCode(String code) {  
 this.code = code;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
}

**CountryWebServiceApplication:**

package com.example.Country.Web.Service;  
  
import org.springframework.boot.SpringApplication;  
import org.springframework.boot.autoconfigure.SpringBootApplication;  
  
@SpringBootApplication  
public class CountryWebServiceApplication {  
  
 public static void main(String[] args) {  
 SpringApplication.*run*(CountryWebServiceApplication.class, args);  
 }  
  
}

**Application Properties:**

server.port=8083

**OUTPUT:**

![](data:image/png;base64,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)

**3.Get country based on country code**

**CODE:**

**POM.XML:**

<?xml version="1.0" encoding="UTF-8"?>  
<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">  
 <modelVersion>4.0.0</modelVersion>  
 <parent>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-parent</artifactId>  
 <version>3.5.3</version>  
 <relativePath/> <!-- lookup parent from repository -->  
 </parent>  
 <groupId>com.example</groupId>  
 <artifactId>Get-country-based-on-country-code</artifactId>  
 <version>0.0.1-SNAPSHOT</version>  
 <name>Get-country-based-on-country-code</name>  
 <description>Demo project for Spring Boot</description>  
 <url/>  
 <licenses>  
 <license/>  
 </licenses>  
 <developers>  
 <developer/>  
 </developers>  
 <scm>  
 <connection/>  
 <developerConnection/>  
 <tag/>  
 <url/>  
 </scm>  
 <properties>  
 <java.version>21</java.version>  
 </properties>  
 <dependencies>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-web</artifactId>  
 </dependency>  
  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-devtools</artifactId>  
 <scope>runtime</scope>  
 <optional>true</optional>  
 </dependency>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-test</artifactId>  
 <scope>test</scope>  
 </dependency>  
 </dependencies>  
  
 <build>  
 <plugins>  
 <plugin>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-maven-plugin</artifactId>  
 </plugin>  
 </plugins>  
 </build>  
  
</project>

**Country.xml:**

<?xml version="1.0" encoding="UTF-8"?>  
<beans xmlns="http://www.springframework.org/schema/beans"  
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://www.springframework.org/schema/beans  
 https://www.springframework.org/schema/beans/spring-beans.xsd">  
  
 <bean id="country" class="com.example.Get.country.based.on.country.code.model.Country">  
 <property name="code" value="IN"/>  
 <property name="name" value="India"/>  
 </bean>  
  
 <bean id="countryList" class="java.util.ArrayList">  
 <constructor-arg>  
 <list>  
 <bean class="com.example.Get.country.based.on.country.code.model.Country">  
 <property name="code" value="IN"/>  
 <property name="name" value="India"/>  
 </bean>  
 <bean class="com.example.Get.country.based.on.country.code.model.Country">  
 <property name="code" value="US"/>  
 <property name="name" value="United States"/>  
 </bean>  
 <bean class="com.example.Get.country.based.on.country.code.model.Country">  
 <property name="code" value="JP"/>  
 <property name="name" value="Japan"/>  
 </bean>  
 </list>  
 </constructor-arg>  
 </bean>  
  
</beans>

**Controller/**

**CountryController:**

package com.example.Get.country.based.on.country.code.controller;  
  
import com.example.Get.country.based.on.country.code.model.Country;  
import com.example.Get.country.based.on.country.code.service.CountryService;  
import org.springframework.web.bind.annotation.RestController;  
import org.slf4j.Logger;  
import org.slf4j.LoggerFactory;  
import org.springframework.beans.factory.annotation.Autowired;  
import org.springframework.web.bind.annotation.\*;  
  
@RestController  
public class CountryController {  
 private static final Logger *LOGGER* = LoggerFactory.*getLogger*(CountryController.class);  
  
 @Autowired  
 private CountryService countryService;  
  
 @GetMapping("/countries/{code}")  
 public Country getCountry(@PathVariable String code) {  
 *LOGGER*.info("START: getCountry()");  
 Country country = countryService.getCountry(code);  
 *LOGGER*.info("END: getCountry()");  
 return country;  
 }  
}

**Model/**

**Country:**

package com.example.Get.country.based.on.country.code.model;  
  
public class Country {  
 private String code;  
 private String name;  
  
 // Constructors  
 public Country() {  
 }  
  
 public Country(String code, String name) {  
 this.code = code;  
 this.name = name;  
 }  
  
 // Getters & Setters  
 public String getCode() {  
 return code;  
 }  
  
 public void setCode(String code) {  
 this.code = code;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
}

**Service/**

**CountryService:**

package com.example.Get.country.based.on.country.code.service;  
  
import com.example.Get.country.based.on.country.code.model.Country;  
import org.springframework.stereotype.Service;  
import org.springframework.context.ApplicationContext;  
import org.springframework.context.support.ClassPathXmlApplicationContext;  
  
import java.util.List;  
  
@Service  
public class CountryService {  
 public Country getCountry(String code) {  
 ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");  
 List<Country> countryList = (List<Country>) context.getBean("countryList");  
  
 // Lambda expression with case-insensitive match  
 return countryList.stream()  
 .filter(c -> c.getCode().equalsIgnoreCase(code))  
 .findFirst()  
 .orElse(null); // Or throw custom exception if needed  
 }  
}

**GetCountryBasedOnCountryCodeApplication:**

package com.example.Get.country.based.on.country.code;  
  
import org.springframework.boot.SpringApplication;  
import org.springframework.boot.autoconfigure.SpringBootApplication;  
  
@SpringBootApplication  
public class GetCountryBasedOnCountryCodeApplication {  
  
 public static void main(String[] args) {  
 SpringApplication.*run*(GetCountryBasedOnCountryCodeApplication.class, args);  
 }  
  
}

**Application Properties:**

server.port=8083

**OUTPUT:**
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